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Abstract 

This paper describes an approach for elicitation of 
requirements based on existing user documentation. The 
approach we describe in this paper supports capturing of 
the information found in user documentation of legacy 
systems, e.g., user manuals, and the specification of this 
information in requirements specifications, using, e.g., 
Use Cases. We propose a conceptual model describing 
the transition from user documentation to requirements 
artifacts describing common and variable elements of a 
product line model or requirements specification. We 
present heuristics that allow an easy identification of text 
elements in user documents that are then used to create a 
significant part of the requirements specification and 
product line model, respectively.  

1. Introduction  

The development of industrial software systems may 
often benefit from the adoption of a development cycle 
based on the so-called system-families or product lines 
approach [19] [6]. This approach aims at lowering 
production costs by sharing an overall reference 
architecture and concepts of the products, but allows them 
to differ with respect to particular product characteristics 
in order to e.g. serve different markets. The production 
process in product lines is therefore organized with the 
purpose of maximizing the commonalities of the product 
family and minimizing the cost of variations [13]. 

In the first stage of a software project, usually called 
requirements elicitation [12], the information and 
knowledge of the system under construction is acquired. 
Especially when developing more than one product, 
requirements elicitation is a complex task, in depth 
knowledge of the problem domain often is a prerequisite 
for a successful product family. Normally, domain 
experts with knowledge in the problem or application 
domain, have to elicit and model the requirements in an 
highly interactive and time consuming process. But when 
a company wants to build a new product, or decides to 
start a product line, often systems already exist that can 
be used as a knowledge base for the new product line 
[15].  

Therefore, if user documentation is present, it is the 
first choice to start the elicitation process for the 
information needed in product line modeling as well as in 
single system development. User documentation that is 
useful as input for product line modeling can be found in 
the cases of project-integrating (existing systems under 
development will be integrated into the product line), 
reengineering-driven (legacy systems have to be 
reengineered into the product line) and leveraged product 
line engineering (the company sets up a product line 
based on a product line that is already in place) [25]. 
Furthermore, also in case of creating the requirements 
specification for a new single system in the product 
family, user documentation of recent and current 
products can be available. 

In this paper we describe an approach for the 
elicitation of requirements, described in Use Cases  or as 
textual requirements specification for product lines and 
single systems from existing user documentation. With 
the proposed approach, requirements expressed and 
modeled within Use Cases, features and textual 
requirements specifications can be elicited and specified 
based on existing user documentation. For describing 
commonalities and variabilities that are elicited from the 
legacy documents we use Use Case extensions such as 
[11] or [16]. The primary information source used for 
elicitation is the user documentation of systems coming 
from the same application domain (and often built by the 
same organisation) as the product line under 
development. By reusing the information from the user 
documentation of the recent and existing systems, one 
can produce a traceable requirements specification that is  
consistent and complete. Furthermore, this kind of 
approach ensures a systematic connection between the 
requirements specification and the recent and current 
systems. 

The paper is structured as follows: in Section 2 we 
describe product line modeling and the benefits of using 
user documentation for elicitation and specification of 
requirements. In Section 3, we describe the conceptual 
elicitation model, which is the foundation for the 
elicitation approach we describe in section 4. As part of 
this approach, we present heuristics that are used to map 
textual elements in the user documentation to 



requirements artifacts that are used to built up a 
significant part of the requirements specification and 
product line model, respectively. Finally, we conclude the 
paper in Section 6.  

2. Motivation 

Using legacy system description as input for the 
requirements engineering phase is on the one hand 
motivated by product line engineering and on the other 
hand by reuse principles. In this section we will describe 
general product line modeling concepts and the influence 
of legacy documentation on modeling requirements for 
single systems and product lines.  

2.1. Product Line Modeling 

Product line engineering [6] can be described as a 
technology providing methods to plan, control, and 
improve a reuse infrastructure for developing a family of 
similar products instead of developing single products 
separately. This reuse infrastructure manages 
commonality and controls the variability of the different 
products. Examples for product line approaches are 
PuLSE [3], FAST [30] and the SEI Product Line Practice 
Initiative [6]. 

The goal of product line engineering is to achieve 
planned domain-specific reuse by building a family of 
applications. Distinct from single system software 
development there are two life cycles, domain 
engineering and application engineering. In domain 
engineering the reusable asset base is built and in 
application engineering this asset base is used to build up 
the planned products. The requirements engineering 
phase of product line engineering is generally called 
domain analysis or product line modeling. Domain 
analysis methods provide processes for eliciting and 
structuring the requirements of a domain, or product line. 
The results are captured in a domain model. A domain 
model must capture both, the common characteristics of 
the products and their variations. The domain model is 
the basis for creating other reusable assets like a domain 
specific language or a component-based architecture. For 
a domain analysis method to be applicable it must be 
appropriate to the specific context of the organisation and 
the application domain and it must provide enough 
guidance so that it can be carried out. As in other areas of 
software development, the context for each domain 
analysis application varies, and methods that are 
appropriate in one context will not be in others. This fact 

is especially important for domain analysis because of the 
compound effects of inappropriate models over multiple 
products and over the whole lifecycle. Therefore, a 
generally applicable domain analysis method should be 
customisable to the context of the application.  

Product line modeling extends requirements 
engineering for product lines. Apart from general 
requirements engineering principles, product line 
modeling methods have to emphasise further principles: 

• Commonality and Variability  
When doing domain analysis the properties of several 
products have to be modelled at once. As the planned 
products that are analysed during domain analysis 
differ in their features and in their requirements, the 
commonalities and variabilities between those 
products have to be captured and adequately 
modelled. 

• Instantiation Support  
As several products are modelled in one domain 
model it must be clear, which part of the model or 
which requirement belongs to which product. In order 
to have an application specific view on the product, 
the instantiation of the generic and variable model for 
several products has to be supported. 

• Decision Modeling  
To get this instantiation support, the decisions that 
have be made also have to be captured in a separate 
model. This model collects and abstracts the 
information on which requirement is instantiated in 
which product and it supports the instantiation. 

• Traceability 
Providing traceability from the requirements to the 
product and from the requirements to architecture, 
implementation and tests is very important in product 
line engineering. As a product line spans over several 
products and several releases of the products it has to 
be ensured that those two dimensions of traceability 
(traceability through products and through lifecycles) 
is provided. 

• Evolution 
Product Lines are a means to cope with evolution. 
With product lines evolution in space (the space of 
the planned products) is controlled. When doing 
domain analysis on a portfolio of planned products 
evolutionary aspects are integrated and the evolution 
within the product portfolio is captured through 
commonality and variability modeling. 



There are several approaches for domain analysis or 
product line modeling. In most product line modeling  
approaches, the integration of legacy systems into the 
domain analysis phase is not described in depth. An 
overview on domain analysis methods like FODA [18], 
ODM [27] or Commonality Analysis within FAST [29] 
can be found in several surveys like [8] or [2]. An 
approach that is often used is feature modeling [18], 
where features are seen as common and variable 
characteristics of a system that have some value to the 
user.  Our elicitation approach supports feature modeling 
as with the approach, features can be identified in user 
documentation.  

The PuLSE-CaVE (Commonality and Variability 
Elicitation) approach for elicitation that we describe here 
is integrated into the PuLSE-CDA [4] approach that  
builds  the domain analysis component of the PuLSETM 
(Product Line Software Engineering) 1 framework [3]. 
CDA is customisable to the project context where it will 
be applied. This ensures that the method and 
workproducts used for modeling are appropriate for the 
specific needs. A common basis consisting of a decision 
model and primitives is used and the mapping of the 
primitives to the modeling elements is made explicit [26]. 
With the help of the approach described here, information 
on legacy systems can be systematically integrated into a 
product line model developed with CDA or any other 
approach. 

2.2. Reusing Documentation in Requirements 
Engineering  

The information needed to build a requirements 
specification for a single system or a product line model 
is normally elicited interactively with high expert 
involvement (c.f. Figure 1). As domain experts have a 
high workload and are often unavailable, high expert 
involvement is a risk for the successful introduction of 
requirements engineering processes and methods like a 
product line engineering approach in an organization.  
Systematically using existing documentation of former or 
current products like user manuals to support the 
elicitation process reduces the expert load and makes the 
requirements more trustable. So, systematically 
integrating legacy documentation into the requirements 
phase has many benefits: 
• Benefit 1 – Integration and reuse of textual 

information:  
This is achieved by integrating existing systems 
textual information (e.g., user manuals) into product 
line and requirements specifications. By integrating 
textual information, not only code can be reused but 
all assets built during the previous lifecycles.  

                                                           
1 PuLSE is a registered trademark of Fraunhofer IESE 

• Benefit 2 – Feasibility of requirements engineering: 
The feasibility of requirements engineering 
approaches and of product line modeling will be 
supported through these document-based techniques. 
A document-based technique can decrease the effort 
the domain experts have to spend with interviews 
and meetings and leads to a significant reduction of 
the expert load. The basic information can be elicited 
from documents and the experts can concentrate on 
planned innovative functionality. 

• Benefit 3 – Increased acceptance of the product line 
in the development organization:  
The acceptance of the product line within the 
organization can be increased by reusing the legacy 
information, which was produced within the 
organization. There are two reasons for this. First, 
the acceptance of the product line is increased 
because there is confidence in the quality of the 
legacy products. Second, reusing the legacy 
information instead of developing everything from 
scratch reduces the effort to built the product line. 

• Benefit 4 – Better traceability from the product line 
to the existing systems:  
Traceability to the existing system can be established 
only with a systematic approach which supports 
linking of legacy assets to the product line model 
built during domain analysis. Therefore, it is 
important to document the traces from the legacy 
documents to the new documents during elicitation 
and modeling. 

There are some methods from single system 
requirements elicitation that describe how to elicit 
information from existing documents. Alexander and 
Kiedaisch [1],  Biddle [5] , von Knethen [29] and the 
REVERE Project  [24] focus on reusing natural language 
requirements in different forms. The QuARS approach 
[9], the KARAT approach [28] and Maarek [20] apply 

   
 
 
 
 
 
 
 
 
 
 
 
 

 
 

Figure 1 A requirements elicitation process 
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natural language processing or information retrieval 
techniques to requirements specifications in order to 
improve their quality. The approach that we describe here 
overcomes the shortcomings of other approaches by 
explicitly considering variability and integrating user 
documentation into product line modeling and modeling 
of Use Cases. 

For product line modeling, single system elicitation 
methods cannot be taken as they are, because multiple 
documentations have to be compared, commonalities and 
variabilities have to be elicited and additional concepts 
(e.g. abstractions, decisions) are needed. MRAM [21] is a 
method that describes how to analyze and select 
appropriate textual requirements for a product line but 
their focus is on the transition from domain engineering 
rather than on the transition between existing systems and 
domain engineering.  In ODM [27], the primary goal is 
the systematic transformation of artifacts (e.g., 
requirements, design, code, tests, and processes) from 
multiple existing systems into assets that can be used in 
multiple systems. ODM stresses the use of legacy artifacts 
and knowledge as a source of domain knowledge and 
potential resources for reengineering/reuse but doesn’t 
clearly state how to elicit requirements from documents. 

With the approach that we present here we overcome 
the shortcomings of the existing approaches for product 
line modeling (no explicit elicitation, no systematic 
integration of existing documents) and for reusing 
requirements from single systems engineering (no 
consideration of variability, no use of user 
documentation).  

3. Conceptual Elicitation Model 

In this section we describe a conceptual elicitation 
model that is the basis for our elicitation approach 
described in section 0.  The elicitation model consists of 
four parts (see Figure 2): 
• A user documentation model describing the elements 

that are typically found in user documentations, 
manuals and technical specifications (e.g., sections, 
glossaries, and lists). 

• A requirements concept model describing concepts 
that are typically used in requirements specifications 

(e.g., roles, activities, functions ) independent of the 
notation used. 

• A variability concept model describing the principle 
commonality and variability concepts that can be 
found by comparing different documents and that are 
used for modeling. 

• A requirements artifact model describing elements of 
typical single system requirements specifications and 
product line models. These elements form a notation 
that is used to capture requirements (like Use Case 
elements, features or textual requirements). Those 
requirements can have, but do not have to have an 
explicit representation of variability. 

The transition from one stage of the model to another 
stage is described by heuristics (specific rules-of-thumb 
or arguments derived from experience). These heuristics 
describe, e.g., which element of user documentation can 
be typically transformed into which requirements 
concept. It is also possible to directly transform 
requirements concepts into requirements artefacts without 
searching for variabilities (see arrow “single system 
elicitation” in   
Figure 2).  

3.1. User Documentation Model 

Our user documentation model (see Figure 3) 
describes the principal constituents of user documents. 
The document types that we analyze are user 
documentations or user manuals that describe the 
functions and usage of a system and product descriptions 
that describe the features and technical details of a 
product. A document normally has a title, it often has a 
table of contents and a glossary and it consists of several 
sections. A TOC entry normally corresponds to a heading 
in a section.  A glossary consists of a list of terms that are 
described in paragraphs. A paragraph consists of 
sentences; it can also contain figures, tables and 
formulas. A sentence is composed of phrases (language 
constructs consisting of a few words) and/or words. A 
phrase can also be a link (describing a reference to 
something inside or outside the document).  Most 
elements of the user documentation model have attributes 
describing characteristics of this element (like 
highlighted for paragraphs and words, or numbered for 
lists), the attributes are not shown in the figure.  This 
model describes the elements of a document on  an 
adequate level for eliciting requirements concepts. 
Requirements concepts can be found in all parts and 
subparts of a document with the help of heuristics based 
on these elements and their attributes. 

Requirements Concept

Requirements Artifact
User Documentation

Variability

User DocumentationUser Documentation

condensed heuristics

Heuristics

single system
elicitation

 
Figure 2 Overview of the model 



3.2. Requirements Concept Model 

The requirements concept model (see Figure 4) 
describes concepts that can be elicited from user 
documentation and that are normally realized or described 
by requirements artifacts in requirements specifications. 
The model describes the elements independent of a 
specific notation (like textual or Use Case representation). 
The most general requirements concept is a requirements 
element. A requirements element can be everything that is 
of value for a requirements specification. A requirements 
element can be a user task, a role, data, a naming 
convention, a constraint or a relation to something in the 
environment of the system to be described. Data can 
either be I/O data or internal data, constraints can either 
be usage or design constraints. A user task, that describes 
the high level task the user wants to perform with the help 
of the system can be decomposed into activities, activities 
consist of navigation elements, system functions and a 
mapping of the activities to functions.  

Based on this requirements concept model and the 
model of user documentation described in section 3.1 we 
can define heuristics for the transition of elements from 
one model to another.  Example heuristics for 
transitioning from a user documentation element to a 
requirements element are: “A heading that contains a verb 
often is an activity”  or  “a highlighted sentence 
containing the phrase “normally” or “with the exception” 
can describe constraints”.  

3.3. Variability Model 

In the variability model, the variation aspects are 
described. In order to find different variability elements, 
the requirements elements (from the requirements 
concept model) found in different user documentations 
are compared. We decided to support the following 
variability elements and kinds of variation: 
• Commonality 

No variation exists in the requirements element, the 
same requirements element can be found in all 
documentations.  

• Optionality 
A requirements element exists in some of the 
products, but does not exist in some others.  

• Alternative 
The requirements element exists in two or more 
different characteristics in the existing products (e.g. 
one product supports one database one product 
supports a different one). 

• Range 
There is a range of values that is supported by the 
different products (e.g. the memory size can vary 
from 10 to 128 MB).  

Based on those variability elements, heuristics can be 
defined that identify different variable requirements 
concepts by comparing the user documentations of 
several legacy products. These heuristics are depicted by 
the two arrows in  
Figure 2 from user documentation and from requirements 
concept to variability. 

Examples of such heuristics are “numbers in the 
document that were identified as data and belong to the 
same function and that have a different value can be a 
range variability element” or “ “navigation elements that 
occur only in one documentation can be a hint for an 
optionality  (an optional user interface element)”. 

 
 
 
 
 
 
 
 
 

 

 

 

 

 

 

 
     
 Figure 3 Model of User Documentation  

 
 
 
 
 
 
 
 
 
 
 
 
 
 

Figure 4 Requirements Concept Model 
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3.4. Requirements Artifact Model 

The fourth package of our conceptual elicitation 
model is the requirements artifact model. In this model 
different elements of requirements specifications that can 
be used for single system modeling and for product line 
modeling are described. Different from the requirements 
concept model, that describes the elements on a 
conceptual or semantic level, the requirements artifact 
model describes requirements elements on a syntactic or 
notational level. In different kinds of requirements 
specifications, the same conceptual elements can be 
described with different notational elements, e.g. a role 
from the requirements concept model can be an actor in a 
Use Case description or a stakeholder description in a 
textual requirements specification. 

As we also describe the application of our approach 
for product line modeling, we have an integrated model 
of variability here. The variability model we use here is 
the model described in the PhD thesis of Muthig [22]. In 
product line engineering, variability has to be made 
explicit in the requirements artifacts. Different extension 
(e.g. to UML-Use Case diagrams [16][13], or to textual 
Use Cases [16]) exist that make the variability explicit 
and give support for instantiation of requirements for 
application engineering. Some of these extensions use 
stereotypes or tags to describe variability, some 
extensions use extra elements to make variability explicit.  

As variability is encapsulated outside the requirements 
artifact model in the product line artifact and the product 
line artifact element (see Figure 6), the model can also be 
used for specifying single systems requirements. At the 
moment we have specified two different kinds of 
requirements notations:  Use Cases and textual 
requirements specifications. We have also specified 
artifacts that are more specific to product line modeling 
like feature models [18] but we will not describe them in 
this paper. Further requirements artefacts will be 
integrated into the requirements artifact model.  We 
added different representations here, as our general 
approach to product line modeling [4] is customisable and 
highly depends on the requirements elements found in the 
organization that wants to do product line engineering. 

For doing product line engineering, we put variability 
elements on top of the existing notation and so can keep 
the notation similar to the one used in the organization 
before [26].  

Concerning the elements in Figure 6, a Use Case 
diagram consists of Use Cases, actors and different 
relationships between the Use Cases and the actors.  A 
textual Use Case (according to Cockburn [7]) consists of 
different elements like Use Case goal, precondition post 
condition, Use Case exceptions and the actual description 
of the Use Case consisting of steps. The form of 
requirements specification we describe here follows the 
IEEE Standard 830 [14]. A requirements specification is 
a textual document consisting of functional, non-
functional and data requirements including project issues 
and rationales for the different requirements. 

We have defined heuristics for transitioning 
requirements concepts into requirements artifacts (e.g., “a 
role is described as actor in a Use Case diagram” ) and 
heuristics that additionally include variability (c.f. Figure 
2). An example of such a heuristic also considering 
variability is “an optional activity can be represented as 
an optional Use Case in a use diagram”. 

 
For the transition between elements of these packages 

we have found different heuristics. For users of the 
approach and the conceptual model those heuristics can 
be integrated to condensed heuristics describing the 
transition from user documentation directly to 
requirements artifacts (c.f. arrow ”condensed heuristics” 
from user documentation to requirements artifact in 
Figure 2). The elicitation approach we describe now uses 
the heuristics in this direct form to make elicitation easier 
when applying the approach. 

 
 
 
 
 
 
 
 
 

Figure 5 Variability Model 

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

 
Figure 6 Requirements Artifact Model 
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4. An elicitation approach using user 
documentation    

Product Line Engineering includes the construction of 
a reusable set of assets. Constructing such a reusable asset 
base for specific products in a domain is a more 
sophisticated task than the development of assets for a 
single system because several products with their 
commonalities and variabilities have to be considered. 
This implies the planning, elicitation, analysis, modeling 
and realization of the commonalities and variabilities 
between the planned products. 

Usually, the development of a product line is not a 
green field task. Legacy systems exist that shall be 
integrated into a product line. The information from those 
systems is a valuable source for building the reusable 
assets. This information from existing systems can be 
found in the code, in architecture descriptions and in 
requirements specifications [15]. All this information can 
be found in documents produced during the lifecycle of 
the existing systems.  

In this paper, we propose an approach for controlled 
elicitation, which guides product line engineers and 
domain stakeholders in how to elicit knowledge from 
existing documents and how to transform documentation 
into product line models. This approach, PuLSE-CaVE 
(Commonality and Variability Elicitation) is an approach 
for structured and controlled integration of user 
documentation of existing systems into the product line 
[17]. The approach is compliant with the conceptual 
model described in Section 3 and is also very valuable for 
single system requirements engineering if legacy 
documentation is available. 

With the elicitation approach common and variable 
features [18], Use Case elements [7], tasks describing 
user activities in an interactive system [23] and textual 
requirements can be elicited. As existing systems are the 
basis for this approach, it can be seen as a reengineering 
method for documents transferring user documentation 

into basic elements of information for requirements 
specifications. The approach was applied in three case 
studies [17] [11], further case studies will follow. The 
approach consists of the following phases (c.f. Figure 5) : 
• Preparation   
• Search 
• Selection, change and modification. 

The first two steps of the approach can be performed 
by persons who just have a slight domain understanding, 
they do not have to be domain experts. The third step 
requires involvement of domain experts as there 
documentation entities have to be validated and selected. 
We will now describe the three steps in more detail.  

4.1. Preparation  

Preparation consists of the four sub steps collection, 
selection, division and browsing. During collection, user 
documentation for the systems that should be integrated 
into the product line and of those systems that are related 
should be collected to have all needed information 
available. In the case of a project-integrating product line 
adoption these are all user-documentations of the systems 
currently under development (as far as they already 
exist), in the case of a reengineering-driven or leveraged 
product line adoption all user documentations of existing 
systems in the domain have to be considered. As parallel 
reading of more than one document requires divided and 
increased attention and leads to lower performance [31], 
the number of documents to be read in parallel should be 
reduced to a minimum. So, if there are more than 3 
systems, we recommend to select two or three documents 
that cover the variety of systems (e.g., one documentation 
of a low-end system, one of a high end system and one 
typical system) to compare for a first search in the 
documents. The other documents can be used to complete 
the elicited information after completing the search 
phase.  

After selecting the three typical documentations, 
divide them into manageable and comparable parts of 3 
to 10 pages (e.g., comparable subchapters). In browsing, 
for each of those manageable parts (or for a subset of 
those parts that includes typical sub domains) browse 
through them in order to decide the amount of variability 
in them. There are two alternatives: 
• For those document parts that differ in less than 30% 

of the text compare the documents in parallel in the 
following phases. 

• For those document parts that differ in more than 
30% of the text, process them one after another in 
the following phases. Start the analysis with the 
biggest document. 

 
 
 
 
 
 
 
 
 
 

 

Figure 6 An outline of the elicitation approach 
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4.2. Search 

In the search step the identified user document parts 
containing documentation elements (c.f section 3.1) are 
analyzed and requirements artifacts are searched. The 
elements to be identified in the documents, which should 
be sized from one word to at most 5-6 lines, are marked 
and tagged in the source documents. Common and 
variable requirements artifacts that can be identified for 
Use Cases are   for example Use Case names, actors, 
goals, preconditions, steps of descriptions, success 
conditions, and extensions. Also features and different 
kinds of requirements can be defined. 

Common and variable requirements artifacts can be 
identified and marked in the text with the following 
heuristics The heuristics described here are heuristics that 
transform user documentation into requirements artifacts, 
so these heuristics build a connection between user 
documentation and requirements artifacts by using 
requirements concepts and variability (c.f. Figure 2 , the 
heuristics described here are  condensed heuristics ) The 
heuristics we show here are just examples, the complete 
heuristics can be found in [17]: 

Use case elements 
• Headings of sections or subsections typically contain 

names of Use Cases. 
• Phrases like “only by”, “by using”, “in the case of” 

can be markers for Use Case preconditions. 
• Phrases like “normally” “with the exception”, 

“except” can mark Use Case extensions. 
• Numbered lists or bulleted lists are markers for an 

ordered processing of sequential steps and describe 
Use Case descriptions. 

• Sentences that describe interactions with the system 
in the form of “to do this…do that…” are Use Case 
descriptions. 

• Passive voice is typically a marker for system activity 
(e.g. “The volume of the radio is muted” = the 
system mutes the volume of the radio). These 
sentences can be used in the Use Case description. 

Requirements 
• Phrases like “press”, “hold”, “hold down” , “press 

briefly”, “select” , “key in” “scroll” etc. mark a 
dialogue with the user interface or navigation 
elements 

• Activities or system functions are those elements that 
were marked as features that contain a verb 

• Non functional requirements cannot be found 
explicitly in user manuals, but hints to non functional 
requirements and to qualities can be found. Shortcuts 
are alternative usage scenarios and can therefore be a 
marker for a non functional requirement like “the 
system shall be used in two alternative ways….” 

• Adverbs and adjectives (longer, fast, quickly….) can 

mark NFRs, especially if a phrase or sentence 
appears in the user manual once with the adverb, 
once without. (e.g. “to turn off the radio” and “to 
quickly turn off the radio”) 

• Technical data can give a clue to non-functional 
attributes of the system  (e.g. size of the display, 
battery size etc.) 

• Numbers in the identified elements can be hint for a 
non-functional requirement (why was exactly this 
number chosen?) 

Features 
• Headings of sections or subsections typically contain 

features 
• Features can be found in highlighted phrases (bold or 

italic font) or in extra paragraphs 
• Technical descriptions or short descriptions of a 

system often contain lists of features 
Commonalities and variabilities  

• Arbitrary elements occurring only in one user 
manual probably are optional elements. 

• Headings or subheadings that only occur in one of 
the documentations can be model elements that are 
optional as a whole. 

• Headings or subheadings that have slightly different 
names or headings or subheadings that have different 
names but are at the same place in the table of 
contents can be hints for alternative model elements. 

•  Phrases that differ in only one or a few words can be 
evidence for alternatives. 

• If numerical values in the document differ they can 
be parametrical variabilities.  

These heuristics form a first set of heuristics that will be 
extended in future when applying more case studies. 
With the support of these heuristics, which help in 
finding a significant part of the requirements artifacts 
(i.e., of the requirements specification or product line 
model) and variabilities, the user documents should be 
marked  (e.g., with different colors for different model 
elements and for variabilities) and integrated into an 
intermediate document. The identified elements should 
be extracted from the document and tagged with 
attributes containing the information needed for selecting 
appropriate elements for modeling the product lines 
requirements. Table 1 shows the elements of such a 
notation.  

4.3. Selection 

In the last step, selection, the extracted and tagged 
elements have to be checked and possibly adjusted by a 
domain expert. The domain expert will change the 
elements regarding the following aspects: 
• Is a text element that was marked as a possible 

requirements artifact really a requirements artifact 



that shall be integrated into the requirements 
specification and product line model, respectivelly? 

• Is an element marked as optional/alternative really an 
optional/alternative element in the new product line? 

• In case we have want to build a product line: Are the 
product line models to be built out of the elements 
the right models to describe the systems of the 
product line? 

The relations (see Table 1) are used to make comparisons 
between the documents easier, to establish traceability to 
the source documents and, with tool based selection, to 
support navigation in the elements and between the sets 
of documents. 

4.4. Results 

The results of the approach are approved requirements 
artifacts that can easily be integrated in requirements 
specifications and product line model elements, 
respectively.  Which model elements should be elicited 
depends on what the modeling approach used needs as 
primitives. The relations (see last lines of  Table 1) are 
used to make comparisons between the documents easier, 
to establish traceability to the source documents and, with 
tool based selection, to support navigation in the elements 
and between the sets of documents. With these elements 
the domain expert and the requirements engineer can 
build Use Cases and requirements using the information 
about the elements collected in the tags.  

We have applied the approach in three case studies 
until now, one  of the case studies is described in [11], the 
others will be described in [17]. In two of the case studies 
we analyzed user documentation from the embedded 
system domain, one case study was from the information 
systems domain. In the case studies use case elements, 
functional and non-functional requirements and features 
were the primary elements found by comparing the 
documentation of three to five legacy systems. 

5. Conclusions  

In this paper we described an approach for elicitation 
and specification of requirements specifications and 
product line models, respectively, based on existing user 
documentation. Use Cases, which are quite common in 
single system requirements engineering are also often 
used in product line engineering to model requirements 
on a line of systems. The approach we described here 
supports capturing of the information found in user 
documentation of legacy systems to use them in 
requirements specifications and product line models, 
respectively. We presented heuristics that allow an easy 
identification of text elements in user documents based 
on a conceptual model.  

With the help of a supporting tool, the selection of the 
text elements and the tagging with the attributes could be 
performed semi-automatically.  The process of analyzing 
a user manual in a semi-automated process opens up the 
possibility to capitalize on the wealth of domain 
knowledge in existing systems considered for migration 
to next-generation systems. Converting these existing 
requirements into domain models can reduce cost and 
risk while reducing time-to-market.  
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